![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXgAAACTCAYAAACEaQJTAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAIdUAACHVAQSctJ0AACy8SURBVHhe7d15XJTV/gfwzzkPqyyDCyDihuQO7oLiXpq2ad5MK2+ZZaZXy7r+zDRromyx4rZomWa3bkXXTLtqWaYmEgruK+KuiYqKiKIg28w5vz+eQeEw4CAzw+L33WsqvucMPAwz3+c85zkLQAghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQmzG1AAhFbVu3bpANzc3UVBQwAcOHHheLSekpvn8889Df/7557tXr17d3cXFxeDq6tqUc+6h1svLy7skhDgdHByc2rdv3/1DhgzZPHr06CNqvRqJc34NgLTj4y71Z9jDzJkzn7Lysyr0iIiIWKx+X0fq16/fp+ox1ITHunXrgtXfpaZIXZ1Y7+zszx4+/f7nD8jt213VcmfJ+Dkx+PRbcx85+e78kWdWbm+gllcFCcnOfv5j5Om35j5y8X/xTdTymm7hwoU9AgMDEwDkqO/pSj5OtG7d+n+zZs16Qv2Z1d7tlOC7d+9OCd6GR01K8Pue/GeTff1GvZ7o0/74ZkO4TDR0kJsNYXKzoYNMMnSQSf5d9mV8+6uv+jx729Xrofa7uw9dsMk77PgmQwfLcejHsNny2Bk2ZKlYvtxHfa6jHJn4SpOUu8e8kOjd4ViSIfz6cejHFSaTDOG5u9oN+s/h555zV59bE8TFxXkEBgbe5+vruw9Aofo+dvAjvU2bNr9GRUU9V69evR5Go7GRenz2wtVAbcQYk2qMOMbOnTubqrHq5sqvv/rvbNnn31d/+v1Azu4DRs61EIBZPgz6vxkAFJjCjk6ZsbPks+1nT9RDw7Y27H4kP/lwcu6R4+M1jYdoxT6UxftPC06lPZT0lHFXsZBDHHrixYjtd/RblRG78kTW1h0fcg0tJCvZk8sYBwPzyDtz7okrq/bEliis5mbMmOEfFBQUM2DAgHPnz5//5cqVK2EAXNR6DuZ/8ODBexITEz/JzMxMio6OPs0Yy2zUqNFqtWJlVaoP3mg0+r777rv1O3bs+OLWrVufBeCm1rkZT0/PQ/3793/aZDIdiYqKyoyOjjapdSorLi7OZeHChX4bN24MzM7O/vrSpUvd1DplEJGRkR8XFBR88Pzzz2eOHTs2T63gKDExMZ7fffddXYPB0HLz5s2f5uXltVfrlMfLyyu1ZcuWO9S4rXbv3h1R7EubW+VGo3F4dHT0cjVeXexoded7hecuTBbc5MngBibLP/cLQDZ5eUznJjOm7lHLbtXJjz8PPTt7wY+soLCDBDTBLCcVWf4HUjIIN796/+j614YFalllyV27/LYOemaJuTC/H4N0YwAkmOUfvdl5g4BkHEwKmCUr6HVlX41oxfv6+i6/evXqECllRY73nI+PT/rgwYMXbdmyZX3z5s0zPTw8zF26dMkvqpCWluayd+9ejz179ngMHz58xOrVq8fm5uaG3sKJI8NoNAZGR0cLteBWlfd+qjAXF5cDJpOpjRovg2jXrt3rKSkpb6oFjjZ69OjusbGxSQA0tayYtIokNkebNm1aow8++GCnlDJQLbOmZcuWS44cOTJKjVfWiBEjpq5cufLJgoKCttZev1dfffVvb7755v/UeFU7OnxCQMa6jTsF58EcApIxQMrr7XZrJCQEAPcg/xe7HVz/kVpeUak9RnheOJ8WW5B5dTiKtYqvJ9ByErxgAIcZ3M/wfcRfiaPV8lsV18/oUjcv+cO8A4eflEx6M6ZBSgnGACkkOKC/VsUUJXvJBDiAwCljHw2JnurULkxbGY1G/vvvv/998+bNX9jYADW7urpebd269fcxMTEvDR48OEetYKvo6OhBb7zxxlyz2Wxzsl+yZInLyJEjzWr8VpX97r4FoaGhEQBsauW6ubldrIrkDgCxsbHbmjdvPkeNF9erV6/Jaqwqvf/++2l33HHH02rc2ZYuXRpTUFAQ3rlz5yc555fU8kOHDjVWY1Vtd+Swh87/sWGH0Hiw3lvHwSQrN7kDAAMDZwymUxfqqWUVte++JwefOXwkuTAzezgD01vrlgeK/l99UjEcEoAGBl7+JUcF7I0a0dNj97LU3ENHJoMxbwZuOelZjomxUskdlhMSA8AlByRH/tZ9XdQ61cEPP/xQb/78+QmbN2/+jw3JXXh7e+8ZMmTI8MLCwrrJycmTKpPcoZ9c1prN5jZ9+vS5r06dOmlquTX79++vyNXFTZX/Dq+gQ4cOXbX1F2GMHVNjzjRmzJgPAVy/zCpO07QLAwcO/FmNV7XDhw//yjm/rMarwq5du75r165dlBo/d+5ckBqrSrvbDfrw2qFjizXm1phJqSdUG0lLIvPu3/2QWlYRWxp1n5uTsH0phLmFVDo7bCYZmGSQOdn71aJbsaPdXR9d23doI2M8SO2AqSjBrZwFqlhYWNiDo0aNOpmenl7qPWrFRU3TBmVnZ3davXq13T/3CQkJa65duxbctGnTz9Uy1ZYtW2xq6dvKrgkeAPz9/c+qMWuklHa7DLkV0dHRGV5eXlZPRo0aNdrkiHsBlcUYk35+fifUeFVJTk4+OGTIkE/VeHWxtWFk4rUz55/nEi56YuUV6pXUu05kYcOnRsSrZbY4s3Jlnc0BnTfJnNxJYJo3lxX7+SrBJNxCmp1W4xUhAZZo6HCw4MyF56UmuQT0E0clkrxPVNctaqwq9erVa2pycvIyAN5qmSogICCxX79+Dc1m83q1zN5SU1MnBgQEvKPGi8vNzbVrTrbrN6ugW3+n20lhYeF2NQYAZ86cSVRj1QXnvFCNVaXVq1dPBlBQ9PWBAwdCStZwvhNffeWRVK/TLpGb25NDcoBDFKVrJZGVn9YkwHhhg4furXBS3d/3oc5/PT7ruMw3R0lwxiAglMsH9WerXxcnISGFEIHjHtqoltnqwMiJAzZ7hx9hTLTWP38MDBKC6d0xuMkxFHfjdZTw6drF4cnRVlFRUS9u2rTpA1tyW0BAwNz09PRe8fHxTmvMpaenz2zSpMkXarxIfHx89e2iqWk8PT0z1RgA9OnT5y81Rso2YsSIe/r27Tu0b9++Q9u1a2f3ER4VIX74wTN9+qdrmRCdJNOTl2ASnN3oOxZMT2QSlv7mMggwcMk2q/Gb2drmrvFX9x7aySEDGaDfsNR7rfXTDBOW5o1+fLYcCwMD5y45QeOfuKUruD1d7pmZtXrTb1JDKJMcYAKQUu/6KTqBMLPl/wFZzugi/TiZ5QYCg9+QKKufI2dr2bLlrMTExH+pcWuaNm06JT09/Xk17gynTp0a7+fnZ3X4bbt27SjB20unTp2s3gdo1qxZhhojZVu6dOn6P//88+c///zz5/j4+A1qubMYjUa+bdJ760VBfm9puR3JAEip39QUTEIWy6LWbiCWJNBoxoTZarQ8u7ve86HpbPp8KRnA9K4PKQEJASYlzJYMKiQg2Y1eypsdiwQAIRLUuC22+Hf+JefoaaNkcNcsbW8mGeT14ZlCT9hSA5jlRFPO8VxP/RIwA5W6P2EvoaGh444cORKtxq1p27btO6mpqZ+ocWfq1avXQABZajwyMtKu97Bu6wTfv39/q2ObQ0JCSr3wpPob/OHSvdKU1wOSQUDApKf248HjRjzcI2svi7q8j/kNuXMYF7KweKIvC5MwN5k+IU6Nl2V3+8H/yz12+gUG8OujxxnAhTAx8ES/wf1ejFo4y6VnVjKLytrL6nTvNIULS+/RTUgGNJo4ZpEaL8+vdwxx39KgQxLyzfdxLtzABKTlKkJAFnJvj5+b/jwvoEdWMut5eS/rmbWXudStu0IyUe44bL3drl9z1B/U93213Nm6dOnS5dixYzG25LPg4OCVBw4cmKnGnW3VqlWX6tev/0rx8yUACCF6Fv+6sm76gtyOhBA2fORIdbK5UcSv4Ly9ZeQ2NLO4VCco4Pkel/eGNo95bWlRvbaLP17JNZ7ELalO7YiQli4cQMA1qP7vSrFVFxYt99kaGLk793Tag3r20wc1QiLfxdd7ZXDMK+17ZO3t1WbJ3I9YsTHOndZ+/4nm67FeH7AprB4LAOjta4mmc6baPL8gKeyBwAY5GZuESfYQXEJKbhkWKjN5g/qftJr3XoMep7cObdS374Xiz+t24s8HuYv7qeIxqxjApMgtvJK9Ri1ytp07d64DcNMlJRhjGStWrBihxqvKxYsXP3V1dT1ZPGYymey6BhIleFLjbWsz6COZfW0gh6WpK3Gx/uPD+3Q+uH6eWhcAPLuFbYO03u8tmeVDwTjc/Ou+phSXcmDRcp8jL72WYM7P6Vg0rl5KAcZwpE5o8/7dU5OGNR7/6GH1eUUaThy3QELvC1dxSz84B8BdPaz22VqTvvCnVkg7dUDkFnTVbzBbErKn+766jw3rHXEsbkqDx++9oj6viJSmb9SYSkoGrU6dU+Frvr75ycCBAgMD1wCoq8atGTp06Jhu3bpVq0EKTZs2HRsSEjK16JGZmZms1qmM2zrBGwyGSk1kIFXv0GNTnjGnpU0G464AA9NwofnQu5u1/Gx2mePFs7cd6AQJMKmOqQE4JIQEzFKe93vu0RSluIRko9Ht8lTjNiZkRyY4JDNDMgmPJo1/jpwzqX3HnT/f9AatZ1SH63XU6wlh6cMXTKLe0LteKVFYhvPfrLjjyLTXkpkw17XcOgWTIs+jSdA7EePv7dR6/uwD6nNUIt98k1Eleq+SyMmr0iGykydPHnj+/HmbFij09PQ8tGLFil/VeFU7duzYhhMnTvyr6PHbb7/9ptapjNs6wXfo0OGoGiM1x967x7S5tGr9QsG5BkiA41Lkmn8HB30XU+6Jm0mzn2TW2u+A3kst4RkcsLbpqFG5anmRkxNfrpv9wU8pjMnWTDIIDgiBa76dw5/qkvzbUPbssza1FPO2bI+SsNzjLHU8Uk/6ghfIOjk3Hbqb8tDEu49PfnUXY8wV0nJzWci84GfHDu28b81MZuMaJ26BDfooXcMlMHCYIK41fnNSla05ZDQa+VdfffVvG3OYyWAwDFaDtwNbXhxCqp1DE19ucW3bztUo6sIAMiP//L4hs+ESnAHtYbnZqOKSQzAJl4ZBZXZTHB73UuO0H39PYi4IFZCQTIILkV6vTav7w+L++5VavzyX1iYNuHEcJZOqZPpIHFcfj5RWc+eW2aUCAAf+NmHw5TUJSxjgzaQ+CIZ7uO/kd/Zt3Oy9/1ur1i+LlJIVZl7uUDQYsiyu7q4Hg194NlWNO8uyZcuG5eTk2LQuva+v7+Fz586V6Ou+XVCCJzXSpcW/rZJCNtOTIs9s+NjfurOwsOsTrspy8uV3upqZcGPQh0yqaUzq480vhf/x7TqlCACQGvOD58Xla39jJnNrYenFZwJnA4ffF9l26082j7gpcnX7rm56Vwos6zbeoHchMUiJcof0HZ346n2ZaxOWQeMGwaU+aamO10bfyP79I5d/elGtX549UcM6MSEC1JNNcRICXm3b/KjGnenQoUM2L/7m4+Pzrhq7XVCCJzVOUmDH/lLKNoy5AIJl+426d2iz+dHH1XrWnPv30lFcMMuMo9IjVwAJSL7K2h4CEmBnjW/tlYWmMEtGhiZFetD8l9uH/GfOLU2O4+CdLTeGSx+LBMxCXvF/a2qZ/bJHxs0cfP775cu4pnkxXF92YGtk2uY+bVe+f1WtfzOa5vKsfp5RT303MABh8f+tyqQZUFhYaOu+A9fOnDnzrRq8XVCCJzWOT99+x8HZMYHCy+7t205os+CdTWqdMjAhxd/15K4PTiyVxphE4zemlVrlVBqNfKshPFlq8g7G9Ka/Gfx8yEevdWw2enSpVTVtcSY2toGQjDNL673UsXDAxcvjZMjYkefUIgDYP2z8XReWrPxBk3DXT0cSzMfju56X90WqdW3EsvYdfdDaLFb9HKR34Usp7TrSo6IaNWq0TI2VxcvLa58au51Qgic1TtiPn6T2zNxzR9Tl/XU7b15i845CBwY81oUVmsqfKSjEmcbPlR7WmLhg1R9CsnaWPAoTcL7FgnfDA8tIvrY4+/rCZ3jRIjBWMDC4+npbHft+6ZsfQq6sT1rKGTPoffUSmrf3N5Gnt97y3p8XP/h3Yw0IZKz0yYbpnVcQjKHuIw9UaHavvaWlpfVWY2UJCQlZpcZuJ5TgyW0jryB3qLXx5sV5Nm+8TY3tbH3XN9q1vD56KmYQkOeDRvaPaDTq3hKThCrKnFtY7qQbKQW6vDnxLTV+LnZpi0PPv3UAHH4CDBwS3KfO8ojTSWMsS9vckhNzv/lSjV1nWT6HSYm8E6d/UYudJSYmpocaK8+7775rdS7E7YISPLHJlClTHnzkkUdeGj169D/Vspoib8/RMUXdDEWKZ0MJCew9+/diIaTc++Sc/HMXHpeMa5au8owGDz8wJHThJ5UaQXL44y/9RdaVlsVjRcdy4788n40cWeLG8a5hY/xOPPfWDoC5A4DGAOHj+XPEqS3Di9e7FabLFwcx6PcmVJLpo4W0Ou57O639rtxhqI40derUV9VYee6///5b6j6rLSjBE5t8/PHHny9evHhObGxsjFpWE/we2MELLqyZuogWsyR2yQAm5F8d5Z5rRWXJd48ZfWXTjpf0MS4SQoqMOm1bPd560du7S3yTW5D16bdR0LiPGi/q3wcAr87tFxYvS+zRw7MgYc9OmE1+Uq8MzddnRc/TW4cWr3crjkyYOfjGjdXSaUFfTAHg9eu/p5Y5k7u7ewc1Vo4K32SubUr/JQlRPPfccw8AsGkv2OoqKDz8TT1Pl+6i0fdnBTw7tfxP0eiZfT0firqyeccCqedRMMbg3TToiU6bl65Wn38rJOTU0uN0AKEvPQkA6GAcX+JqSfvLtF4KGSItXSXM3W2t79SRdtl3N3P5mjFqrDj9BIjsoCeH27Q+j6MUFBQ0UGNl8fDwqNRVVm1ACZ6U67nnnntg7ty5VTZj0V5ytu4eWDq1A4AAl4DkDO4BDX8CgKMTjAHZKYeXMs68AH3ooWe7Vs903Le2zOGKFbH771O9TOcvlrpRaOniBwNgYjjKBgy4vmTAlgbd18i8gh5SCjAwmAX2Rp7fPrjVlClWt52sKHNO/n1qrCQJrZ7hUPD/PVtlS2nPnz+/uZTS5vXSu3TpYvP6PbUVJfhaKisrK7RTp06P3spjwIABb4WGhq4DcHnu3Lkra/r7JOPjb30Z08L1O4Ulm81CX30GzJWntlk2fy8AXIj9aTsYC5IAzIwLz+aN3umYuLRCS/WWx/VKbpgGKwPtISw98BI+HduuKIpubtD5M2HKH6R3ywBw1ZJ7Xd3bsTI3VIvb0mrASMZZuasxMsnhFhhQ9k1YJ1i5cmVY0XnQFn379q3Sq43qwOYXy1bNmjXbePLkyV5qXOXm5pZYUFBw03qOtG7dusCBAweWGub26quvdnvzzTd3qPHqoEGDBlsyMjIi1LiT2f1940hbmvX+SFy+MgWAvqGF0k0jIeDi5fNO97Skmdtb9F5RmHnF0qfN4BJgWNb98J/ljnapqC1B3TeL3PxIWDYkuUFCMA4mBVzatujQffOKfbs73PPPaydPx+ijKSUkY1lu7Vp36LbpR7t1P2wL7Rdvzsjsqx5NSdIUeXmvO2Os9B1YJ3FxcXnBZDJ9qMbLsnDhwtbjx48vNeT1dlKjW2aE2CQnd1hRY7d0cgcAYQp47dkvt7cf+ELBxSsP6KslSjCY/rJ3cgcAcS0v0lrbW4KBSQkweeHEP0ennPs8tmfuyTNv66UCQqKg/v13j7Bncs8cP91QkJHRs/zkDkgu91Vlcoe+VrqLGiuPi4uLlVf59kIJntRqJ4yftDHl5wdc32FJwQBw5pYnkpJ9ClPPGRmTTN+zFCe9x47oqtavrMOPTZ0Ay5BDFQPAmIRbQOA37ZL2G45Nf3cTIN25ZAA0eIW1m9362w+srpFzqzJyC/tojLuqCycXfaV3GAHNZk97sUSFKlC3bt3maqw8Tz311G25wFhxlOBrKU9Pz2QAMbfy8Pb2XtygQYMkANnq961pMr78732c8zoArC0GAAAw9I/wTv91/S7JuZ8EIJkolHXr/T3sw2i7byZ9cV3c40xy/UpCORwGfbiK74CohOxvV8ZrsMwpZYCrn9d/O236odQSCpV18fcNb0pZ9mvDAEghrzSaNCZeLSPVHyX4Wio4OHg/gP+7lUd2dvajGRkZUTExMQE9e/acZLXpW0OI3PxJ1lOXTjDg6s79EIWF4ExCkwxeYW3e6nk8fqNat7Iyfv3VF3kFna6/mMqrWtT/cSU+cTkKTWH6mvUAPLSDHt2DnyxZ2z5YfmEna8mdQUJY7uJq9f1u6/VcajJK8LUUK2eNE1tNnTo1Nykp6bOpU6c+ppbVBPt73ttMFJqaqfHimJQwZ1nmw0gGE0RKh41Lo9V69nBywtuPgPE6YAC33DRVSSZRePaCPlxfANwsrwaNe/T+sB9/vOlSyBV1dPSUF2A5iahHYgYDl3oT3nQ1t8q7ZwCAc35ZjZVn/vz55f7tbwe3dYJPSEjoqMZIaTExMYsBnLd8afdE4ygyIGgEGONq/3Jx19OsBAQ3Hff3b9xFrWM3Lmws9IE8kFKW6hbRt9fTj5WBQXIA/vWjm7310rESFe3kwq8bRkPqK2qqrQFN76oCkzjf6qUJB5XiKnHx4sUKJfizZ8867m9ZQ9zWCZ7Ybt68eb1nzZrVxWg03upStE53dcPmZ/SBH2r6KkkCkEJcM3Tr+nKro6vtMnFIdfrlt+sXZFwKU+PFcTBIcJghIaSEm6He2sgTGxyyNETax1/6S7O4ybR/DpdG/nH+08dViyn/3bp1q9AG33v27LH7TfKahhI8scnkyZOPzp49e1d0dHSl12FxFg6tddFmGmWRYJAMcKlvWNN+7bcO26Uoc9v+HmDM+2anGsYADQxMijPH3590j1rDXk6/98U4zpibGr9BAlLAo6H/f9WSqnLPPfdUaA/lVatWVXqNnltwF4BcezwiIiIqPUSXEjyplfaPmPiKvqWepU+kGFkUt+BS5EX8lVjp1RjLk5d88C29hV42BgZICSHN0q2h/5iRI0ea1Tr2IkXh+PKORd/uW14Li1u8Ui2rKpbJhzZfYZlMptZqzEk87PGQUlY6P1f6G9RkGzZsoD74Wip7feIoYdkIQ+3r5pZI0U6oPpGdXypRwQHMeYUdzVbGvhdnYvrxMG/vhK6HN/yhltvLsVGTWolrhc3Lu7SRAODqZvNm3c7i7u5+Oyz/KzRNu+zp6VnpYcq3dYIvC+e87Hc+qfaufrMsQJrMbRlKz1wF9JEqAADGwVz5vrA1385V69jTyWnvPQxLC7300dyg6QtJ5vn0inxcLbOnnHMXxugzdcs+Gg6g4dhHbF4WwFkKCgoq1EU4Y8YMpy6HsmTJkg2TJ09uGxYWNhNAhU9GoaGhP40bN66D2Wyu++eff/6qllfUbZ3g4+Pjrbbg+/fvb9MGzqR6Sv7n7PGScRdIvTOm1CgayWBmElKa4Nk0dHTJQvs7/WXsiygaPaMWlsDgFtRwcdiPldtM5GZydh8YpS/GUL4W70+vdpObXn/99Y/UWHnee++9Z9SYI40cOdI8b968g8nJye9MmzatGQCbR/4YDIYjx44dG7Fo0aL9atmtqsoEf7P3l8N5eHiU2nABQMGAAQNs/qOQ6sfFw+NRdr0rpnS72cwEuORw8Q/4vePOpQ6dxCPj4lykFJFFR1C6zSwhLB8FCZnf9eCasWoNezrw1DQfgIVyJksdiyx2dcMa+Fa77hkAMBqNvwMoVONlcXd3H6TGnOX999+/OmDAgGHF5rCVKzs7e6a982JVJnj1/eV0bm5upW7CuLm5VYshYeTWHJtubGrKyip3ggsHAGHO8bkrYoJaZm/7jJ895SIY15Nn6U+vsGxwLRjgG9mp3E037CFvx74FYBJCMkjLmPvrLMldAvDrH6WvvlkNBQQEbFZjZbl27VqD4cOHV9l4+Li4uD9dXV1tWkM/KioqXY1Vlt0TvLu7u02tX3d393LXn3aGnJycIDUGwCGTSohzXI3bM1ByzUuNlyA54Oqyqu2COX+pRfaWe/L09f70opu7xXHLOjCc8+PtDA8sVYrtLvf4mfv00fZM3b0QkPrxMZjTCxt72vw52N1z6MtbGnX/a3uXYYPVMkeIiIgosW/uTbjt2LHDqd00Kk3TbFp6vF+/fmfVWGXZPcF7enoWzXgslxCinhpzptjY2AZms9lVjbu7uzu0/5M4Vs7ho7PUvFUKE+iZudsuW92VJ3PJWoPMymlf9LWQRZ0xN0gIMCbBvD1fZj86blgkAKTN/b4b05ivlAySmaF20ugzVzk8WjaND4uOtmnG8tbGvefn7D/xtszJb8YKc52yIfsvv/yS6urqavPnNDU19WGj0eitxp0lLy/P7ovW2cruCT49PT1RjVmTk5NT12g0eqhxZ5kxY0Z/AJ5qfM6cOe+qMVIzxDXr56FJFqLGAQCMQTIJAQbu6+2U/uVjM98ZBIm6sPRHlr4bAHCpAW6uRyNTkxw2yapI6usf/INZrhiYZYmCkhjMMBVCc/9ELVEteXiJtrlp1LviatYEziSTDPm4nP2KWs9RgoKCngZwfUvDm6i/fv36yWrQWVq1amXzycje7J7gvby8bP1lPFetWjVADTqLq6vrQ2oMAP7xj3/YdDlFqp/gO7uP1VfhLZ269L1MAcZM0AobPKiWOwI3Fb5gLtVmL0lAwLNDa8umHo4jpeSQotzfm0uAaa4XO21ZftOVNEN2zPsaV7KnSzAIcOEd3mpM11OJ29V6jpKamrrOy8trjxovS0JCwkw15ixBQUEVHi5pL3ZP8DNmzNgN4JoatyYzM9PhQ9SsMRqNHsePHx+oxgFUaK0LUr1kLl0zUZ+DWZIE9HmZYHAJaPhnt7O/2PT+rIzt44118i9ldbfWTi6B4WCHdf/9Sg3b267uDwyWZlFXjRcn9e0Mf1Djxcnt2123BnVbb8q49Heh7z6F+nf2fj08YWm5z3OE8ePHP2LrCBUAPl5eXpUeV34rOLd7mrWZ3X/y008/fcHLy8umfvjjx4/fZzQa66hxR/vss8/aSCkbqPEJEyZUyQmHVJ5cskSTmghnkkFYnTHKwaTZ7OLp5pSWnJ+beQgDSq31Iq8PR9Tzkm/vrsvVOo7A8vKfV2MqJplsNmfaF2q8yNGnpoZtGfjEeXGtYADjDIDZ7NM57L02//vM7huR2OLDDz88GhoauliNlyUnJ2fQk08+eacadzQhbD0H2Z/dEzz0vRCXqLEy+K1Z49hxv9ZcuHDhFzXGOT8XGBi4RY2TmiHl8/9N1tfXZfp4xGIYLFvkubmd6bznt00lCh0k/Zvlb+iHUfpko4c5hJRXlqz62uH91runvu+V/1da5M0vJqQ5aPxjVifZbG838JkLy1avF9DqAhJSAi51630RFvff6WpdZzp27NhoT09Pq8dshUtsbOziYcOG+akFjnT48GFro/WcwiEJ/o033njb1kunpKSk99WYI4WFhc0AEKzGg4ODo6NtHDlAqp+cg0ceL5paUXqOJoOUAPPzLrN1anec66NnrF1NMP0Y69zRZFm0jZ+TyqiTntoNmlZu9wwsY/JVx6e+2WxrQLftBWnpCwHNn0lAMjPg5fZ79xMJ/1DrV4XWrVsPAJCjxq0pLCz0/+OPP5xyk73I2bNnA9SYszgkwU+ZMuWKr6/vVjVeBk93d3en3Nj88ssvWyQnJxvVuKZpWadOnVqgxknNkPXT2vrm7PxWemtZQCqJygyAM5giHrvT4TczAWD/Yy9MAKS+I5KVj5iUABiD1jTIKY2bjBUJn0omrF1MlCCl1LaE9F2euWStAQC2tbpzWfqiH46ZC/K7MqkP55RgEJKn9EzbPoQxa2cv59u9e/eFUaNGPWzrZjTZ2dndDAZDkhqvjUq/++zkypUrPW19wfPz87vUrVt3hdFodFHL7KV79+71x48fvwOAu1IkevfuPc7qtXQNVlhY6K/GaqtDU98exhjz0dM6L9Vo1gBIwbay6GiHt5YB4OraTY9wSzeReixFpx7uWWdv+PIvD5QsdQzGzO31n1z+r8/Bmcy8POzwM1MvbzZ0kObzGX8DuMYkg2QcEgyai7Yl6ovXbrJRiPP98MMPv/Xp02eSrcsJZ2Vl9TAYDL8ZjcZS90lqE4cleABo27btC2qsLJcuXRo6b968uGKfAbuZPn165127dh0xm82l+t5atGjxU3x8vMNnEDrb6dOnW6mx2oqJggnlnZ8lgAbjHr7p2G57yFyyxID83Ag1foMAIOFWz8cpx3PsxeiHGPQ1Ehg0tdhmTEowzSWx8dvRdzIHrlNfGQkJCYvatWv3rK3dNVlZWUM++uij+H79+jl0EpSLi4vDGq4349AEn5KS8rm/v7/Nd7kvXrzYm3N+tX379nYb6VC/fv0v58yZk2QymUr1Qfr6+qYcP378YTVeneXl5QWqMWtMJlPgxIkTS/3Otc3pSS/XL7x8pWPpwZHFSKDlv151yjC+o5NjRknGS02gu4EBjF8zPT/iG7XEEc7H/k8fxMD0gaK3SkImR3w7+87gZ4c6fIhpZaSkpPznwQcfHGLZFemmsrKyeiQkJJyfNGnS/WqZvXDOG6sxZ3FogmeMyQsXLjzq5eVl8+JAQgiv/fv3vwUg86677ppXv359H6PRaPNxWrp5fMPDw5cByLx48eJTVrplpIuLy6lFixZVu0vN8syePTs4Ozu71PDOMrikpaX9TQ3WNrkXr/YCmJvagpdMwMyEPrbb4GHr/aDK8/a8yagwCcm0td2efdbmFRErQyuQfWDpKirnFHgDg2V9SwbBBIQUQvPyWB2VlRzO773Xpu6PqrZ8+fKNcXFx9TRNs2mzcCFEnU8//fRnPz+/pNGjR1f5Gln2ZNPf3B48PT1jc3NzH7KSbG1xISgo6ERwcPCO9PT0TampqVnFC++4444mPj4+4SdPnuyTmZnZAkC5Y+sDAgJ+S09Pv1eNV2dSShYcHLwsLS2tIlvLZY4ePToqNjb2kFpQW2wJ6LpbFuR3lMrUe8kAJiQkY/DrET6g7e+xG4oVO8Tpl9+uf+rT74+Cc7+yPlgSQNiyfzX0GTjQprkilZXoG55f/t6rN0im3wG2rG8JLmFyDWn2Qec9q2aodWsKg8HweVZW1lhYmZNQhsutW7dO1DQtOiUlpdINg5iYGM+ZM2duyc/PD1fLVLNmzWo1e/bsI2q8MmxuGVdWbm7u6MjIyCc55+fUMhv4nz17NmL79u0TU1NTvwPwc/HH0aNHP9u1a9fEzMzMsJsk92x/f//nalpynzVrVsfAwMDVFUzuAFDv+++/39SyZcsqXU3PkWR+QUdh6WMuWSAgGINZmrNyOoXvUkodImPrvijGWZnJHQCYkAedldyTlyyxNanpLK+hhISU8gwPDLizJid36F0wE8LDw/tpmnZCLSuD36FDh+5NSUnZVKdOnZOMsRij0VjOPRXrpk6d2t/Pz++radOmpdmS3B2lvPeiQ/To0cNTCPHF1q1bnTpr1GAwJLVv335wYmJijVjvvW/fvm8nJCTcxzlvYTabPQBU5kaN4JznA0ipU6fOxW7duqXExcX9s7oMc7tVf01+8+mz3/64SOpbr5Z4MxeNGXFt7P9bt/1/OOWEvtnQMQUQbcvbDM/Qv+eAtisWOPxqosgWv45ZUkobux0EJDS4NKi3rtHf+w4Ljo6u1v3tFWE0GvmhQ4fuX7x48VcAKrqSrWSMFWqalmsymQ4HBgae6dix44GePXte3z5w06ZNXdetW9df0zRfIUQLKaVrRfOrI1rwFToAewsLC3vr8OHDTxQUFARU4BLKZpzza1LKTVLKu9Wy6q5fv36fxsfHO2wiyZw5c3ynT59eI052Zdni1/l3AXE3kwJmDmiC6YPMmd6iNwOiTsumD3Xe8YtTlgNIMnSQRRcTTEowxsCkvoIlmAQT4kyE8bWWfOoom24A2sO2tv3mmdIyJwEMkgGavkDx9WOUYOD6Oj35mqfrRv/h974VMv/NOPX71CaDBg16OiEh4R95eXnhAEotGe4kBW5ubjmFhYXbxowZ89PXX3/tkHk4TuuisSY5OfmVgoKCJgsWLGjp5+f3fNOmTVdUZA9DKwpdXV3PNWnSZFG3bt0e+eOPPww1Mbk7g5SySv/29tBo7qynmcbPANwyqUif0SQBSCkyvFo1f8NZyR0AXP39VjBZNJ5Hnz1blEAFWIF325b/cmZyB4DuB+InuwQFfAUhrzJICAmgaBIWYxBMnndt6P+jb5/I4RHndgys7ckdANauXftlXl5e11mzZnWtV6/eHE3TLqh1HCDLz8/vSFBQ0ILWrVs/tXDhwtCCgoJ6UsrBjkruqOoWfFkWLFhgWLx4ccO4uLh6nTt3DjIYDG0ZY77Qp/121DQtLyAg4CD0LbkO7dmz52hERETGkCFD0mfOnHlR/X41Ue/evVtt3LjR1hEzFWY0GrdGR0fbup52tSWNRr716w0dfNqF9OZAQylMR6/tSNlX75XnjoW8OLYyjYUKk0Yj35t4ZLDp1PlppnPnQgR4c2ZiR12aBv5lvnx5WmTatuuX9M528IFxIddOnQ31CAroJ6XIyz93cae7K0v1+b8Zx5uOinLqSac6evDBB0OTk5Pbcc4nHD58uAuAhmqdCjgXFBR0slWrVn+cPHkyPiQk5ORrr712csCAAXlqRUerlgmeEEKqgzVr1jS6cOGC7+HDh63eaO3bt298bm7ulfvvv7/K1nwnhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEJItUbrwZMaLeX+J2jHLidwDw87F/rOS3vVOKneKMGTGi3JECYZNEgou24Tu/KN6hLT/tev/0+Nk+qtxu/LSW5vRVtGAwCT9HDUg9RMlOAJIaSWogRPCCG1FCV4QgippSjBE0JILUUJnhBCailK8IQQUktRgieEkFqKEjwhhNRSlOAJIaSWogRPCCG1FCV4QgippSjBE0JILUUJnhBCailK8IQQUktRgieEkFqKEjwhhNRSlOBJDSfUACHEghI8qdEkAxgY7dZHiBWU4EmNxqQGyYS+Hys9HPegVFEjMTVASE2yO2zIU2ZR6CcEwDklIUfx7tx+W+vYjxLUOCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGE1Br/D9tvgjGrMbCSAAAAAElFTkSuQmCC)

**Trabalho Prático 1 (TP1)**

Algoritmos 1

**Ítalo Leal Lana Santos | Matrícula: 2024013893 | italolealanasantos@ufmg.br**

Universidade Federal de Minas Gerais (UFMG) | Belo Horizonte/MG | outubro de 2025

1. **Introdução**

O problema proposto consiste em analisar a infraestrutura viária da cidade de Somatório, modelada como um grafo não direcionado e ponderado, onde os vértices representam regiões da cidade e as arestas representam ruas com seus respectivos comprimentos. O objetivo é responder a três perguntas:

**Parte 1:** Encontrar a distância mínima entre a praça central (vértice 1) e o parque ecológico (vértice N).

**Parte 2:** Identificar todas as ruas que fazem parte de pelo menos um caminho mínimo entre o vértice 1 e o vértice N.

**Parte 3:** Identificar as ruas críticas, ou seja, aquelas que, se removidas, causam um aumento na distância mínima entre 1 e N.

1. **Modelagem**

O problema foi modelado usando um grafo não direcionado e ponderado. Cada rua é uma aresta com um comprimento (peso) e conecta duas regiões (vértices). A solução foi implementada em Python, utilizando as seguintes estruturas de dados e algoritmos:

* **Grafo**: Representado por um dicionário de listas de adjacências, onde cada vértice aponta para uma lista de tuplas (vértice vizinho, peso da aresta). Além disso, mantém uma lista de arestas com seus índices, vértices de origem e destino e comprimento.
* **Algoritmo de Dijkstra**: Utilizado para calcular a distância mínima de um vértice inicial para todos os outros. Esse algoritmo é eficiente para grafos com pesos não negativos.
* **Identificação de arestas em caminhos mínimos**: Para cada aresta, verifica-se se ela pertence a algum caminho mínimo entre 1 e N. Isso é feito comparando a distância mínima de 1 até N com a soma das distâncias mínimas de 1 até um dos vértices da aresta, o comprimento da aresta e a distância mínima do outro vértice até N.
* **Identificação de arestas críticas**: Para cada aresta que pertence a um caminho mínimo, remove-se temporariamente a aresta e recalcula-se a distância mínima entre 1 e N. Se a distância aumentar, a aresta é considerada crítica.

1. **Solução**

**3.1 Parte 1: Distância Mínima**

A distância mínima entre o vértice 1 e o vértice N é calculada usando o algoritmo de Dijkstra a partir do vértice 1. O algoritmo mantém um heap (fila de prioridade) para selecionar o próximo vértice a ser visitado, garantindo eficiência. A distância para o vértice N é então retornada.

**3.2 Parte 2: Arestas em Caminhos Mínimos**

Para identificar as arestas que participam de pelo menos um caminho mínimo, utilizamos duas execuções do algoritmo de Dijkstra: uma a partir do vértice 1 e outra a partir do vértice N. Com isso, obtemos as distâncias mínimas de 1 para todos os vértices e de N para todos os vértices. Em seguida, para cada aresta (u, v) com comprimento L, verificamos se:

* A distância de 1 até u, somada com L e com a distância de v até N, é igual à distância mínima de 1 até N, ou
* A distância de 1 até v, somada com L e com a distância de u até N, é igual à distância mínima de 1 até N.

Se uma dessas condições for verdadeira, a aresta pertence a pelo menos um caminho mínimo.

**3.3 Parte 3: Arestas Críticas**

Para cada aresta identificada na Parte 2, removemos temporariamente a aresta do grafo e recalculamos a distância mínima entre 1 e N. Se a nova distância for maior que a original, a aresta é considerada crítica. A remoção é feita retirando a aresta da lista de adjacências de ambos os vértices e, após o cálculo, a aresta é readicionada.

1. **Análise de Complexidade**

**4.1 Complexidade de Tempo**

* **Algoritmo de Dijkstra**: Utilizando um heap binário, a complexidade é O((V + E) log V), onde V é o número de vértices e E o número de arestas.
* **Parte 1**: Uma execução de Dijkstra: O((V + E) log V).
* **Parte 2**: Duas execuções de Dijkstra (uma de 1 e uma de N) e depois percorre todas as arestas E. Portanto, O(2\*(V+E) log V + E) = O((V+E) log V).
* **Parte 3**: Para cada aresta na lista de arestas mínimas (que pode ser O(E)), remove a aresta, executa Dijkstra (O((V+E) log V)) e readiciona a aresta. No pior caso, a lista de arestas mínimas tem O(E) arestas, resultando em O(E \* (V+E) log V). No entanto, note que a lista de arestas mínimas é um subconjunto de E, mas no pior caso pode ser O(E). Isso pode ser muito custoso para grafos grandes.

**4.2 Complexidade de Espaço**

* O grafo é armazenado em listas de adjacências, ocupando O(V + E).
* As estruturas auxiliares do Dijkstra (distância, heap) usam O(V).
* A lista de arestas mínimas e críticas usa O(E).

Portanto, a complexidade de espaço total é O(V + E).

1. **Considerações Finais**

A implementação do trabalho foi desafiadora, especialmente a Parte 3, devido à necessidade de remover e readicionar arestas e recalcularem-se as distâncias mínimas para cada aresta candidata. Isso torna a solução da Parte 3 computacionalmente pesada para instâncias grandes.

As Partes 1 e 2 foram mais diretas, pois envolvem algoritmos clássicos e bem conhecidos. A modelagem do grafo foi eficiente, utilizando estruturas de dados apropriadas.

Uma possível melhoria para a Parte 3 seria buscar um algoritmo mais eficiente para identificar arestas críticas, talvez usando fluxo em redes ou algoritmos específicos para pontes em grafos ponderados, mas isso ia além do escopo deste trabalho.

1. **Referências**

Cormen, T. H., et al. "Introduction to Algorithms" - Capítulo sobre algoritmos em grafos

Documentação oficial Python 3.9+ - Módulos heapq e estruturas de dados

Material da disciplina Algoritmos I - Notas de aula sobre Dijkstra e grafos

**Documentação - Trabalho Prático 01**

**1. Introdução**

Este trabalho visa resolver um problema de otimização de rotas em uma malha viária urbana, onde precisamos analisar as conexões entre diferentes regiões de uma cidade chamada Somatório. O problema consiste em três partes principais: determinar a distância mínima entre dois pontos estratégicos da cidade (praça central e parque ecológico), identificar todas as ruas que participam de rotas mínimas entre esses pontos, e encontrar as ruas críticas que não podem ser removidas sem prejudicar o tráfego da cidade.

A prefeitura deseja liberar terrenos para áreas verdes removendo ruas pouco utilizadas, mas precisa garantir que as rotas principais permaneçam eficientes. Este é um problema clássico de teoria dos grafos aplicado ao planejamento urbano.

**2. Modelagem**

**2.1 Estrutura de Dados**

O problema foi modelado usando um **grafo não direcionado e ponderado**:

* **Vértices**: Representam as regiões da cidade (numeradas de 1 a N)
* **Arestas**: Representam as ruas, cada uma com um comprimento (peso)
* **Grafo**: Implementado como lista de adjacências para eficiência em consultas de vizinhança

**2.2 Classes e Estruturas**

A classe Graph foi implementada com os seguintes componentes:

* vertex\_count: Número total de regiões (vértices)
* edge\_count: Contador de ruas (arestas) adicionadas
* graph: Dicionário que mapeia cada vértice para sua lista de vizinhos e distâncias
* edges: Lista contendo todas as arestas com seus metadados completos

**3. Solução**

**3.1 Parte 1: Distância Mínima**

**Algoritmo**: Dijkstra

**Ideia Geral**:

* Encontrar o caminho mais curto entre a região 1 (praça) e região N (parque)
* Utiliza uma fila de prioridade (heap) para processar vértices na ordem de menor distância
* Mantém um vetor de distâncias mínimas desde o vértice inicial
* Complexidade: O((V + E) log V)

**Pseudocódigo**:

text

Copy

Download

função dijkstra(vertice\_inicial):

inicializar heap com (0, vertice\_inicial)

distancias[vertice\_inicial] = 0

enquanto heap não vazio:

remover vértice u com menor distância

para cada vizinho v de u:

nova\_distancia = distancia[u] + peso(u,v)

se nova\_distancia < distancia[v]:

atualizar distancia[v]

adicionar (distancia[v], v) no heap

**3.2 Parte 2: Ruas em Rotas Mínimas**

**Algoritmo**: Verificação baseada em Dijkstra bilateral

**Ideia Geral**:

* Executar Dijkstra a partir do vértice 1 para obter distâncias mínimas de partida
* Executar Dijkstra a partir do vértice N para obter distâncias mínimas de chegada
* Para cada aresta (u, v), verificar se ela pertence a algum caminho mínimo usando a condição:  
  distancia\_de\_1[u] + peso + distancia\_ate\_N[v] == distancia\_minima\_total OU  
  distancia\_de\_1[v] + peso + distancia\_ate\_N[u] == distancia\_minima\_total

**Complexidade**: O((V + E) log V) para os dois Dijkstra + O(E) para verificação

**3.3 Parte 3: Ruas Críticas**

**Algoritmo**: Remoção e teste incremental

**Ideia Geral**:

* Para cada aresta identificada na Parte 2 (que participa de rotas mínimas):
  + Remover temporariamente a aresta do grafo
  + Recalcular a distância mínima entre 1 e N
  + Se a nova distância for maior que a original, a aresta é crítica
  + Restaurar a aresta no grafo

**Complexidade**: O(K × (V + E) log V), onde K é o número de arestas candidatas

**4. Análise de Complexidade**

**4.1 Complexidade de Tempo**

| Parte | Complexidade | Justificativa |
| --- | --- | --- |
| Parte 1 | O((V + E) log V) | Algoritmo de Dijkstra com heap |
| Parte 2 | O((V + E) log V) | Dois Dijkstra + verificação linear O(E) |
| Parte 3 | O(K × (V + E) log V) | K execuções do Dijkstra (K ≤ E) |

Onde:

* V = número de vértices (regiões)
* E = número de arestas (ruas)
* K = número de arestas candidatas da Parte 2

**4.2 Complexidade de Espaço**

| Estrutura | Complexidade | Descrição |
| --- | --- | --- |
| Grafo (lista adj.) | O(V + E) | Armazenamento das conexões |
| Heap | O(V) | Fila de prioridade do Dijkstra |
| Vetores auxiliares | O(V) | Distâncias e pais |
| Lista de arestas | O(E) | Metadados das ruas |

**Complexidade total de espaço**: O(V + E)

**5. Considerações Finais**

**5.1 Desafios Encontrados**

**Parte 2**: A identificação de arestas em caminhos mínimos exigiu cuidado especial. Inicialmente considerei verificar todos os caminhos mínimos possíveis, mas isso seria computacionalmente inviável. A solução usando Dijkstra bilateral mostrou-se eficiente e correta.

**Parte 3**: A implementação de remoção temporária de arestas precisou garantir que o grafo fosse restaurado corretamente após cada teste. Também foi necessário otimizar para testar apenas as arestas candidatas da Parte 2, reduzindo significativamente o número de execuções do Dijkstra.

**5.2 Decisões de Implementação**

1. **Heap para Dijkstra**: Escolhi usar heapq do Python por ser eficiente e fazer parte da biblioteca padrão permitida.
2. **Representação do Grafo**: Lista de adjacências foi escolhida por ser mais eficiente para o algoritmo de Dijkstra, que precisa acessar frequentemente os vizinhos de cada vértice.
3. **Armazenamento de Arestas**: Mantive uma lista separada com metadados completos para facilitar a identificação por índice nas Partes 2 e 3.

**5.3 Limitações e Melhorias**

* A Parte 3 pode se tornar lenta para grafos muito densos com muitas arestas em caminhos mínimos
* Para grafos extremamente grandes, poderiam ser exploradas técnicas de otimização como:
  + Bidirecional Dijkstra para a Parte 1
  + Armazenamento de caminhos mínimos alternativos

**5.4 Aprendizados**

Este trabalho reforçou a importância de:

* Escolher estruturas de dados adequadas ao problema
* Compreender profundamente os algoritmos antes da implementação
* Testar com casos extremos (grafos esparsos, densos, com muitas alternativas)
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